1. Write programs to understand the use of Python Identifiers, Keywords, Indentations, Comments in Python, Operators, Membership operator.

Ans.  
# Identifiers and Keywords (H1)

# Identifiers: variable, function, class names

# Keywords: reserved words like `def`, `class`, `if`, `else`, etc.

Code:-

name = "Ashish" # 'name' is an identifier

age = 21 # 'age' is also an identifier

def greet(): # 'def' is a keyword, 'greet' is an identifier

print("Hello", name)

greet()

Output :-
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#Indentation

# Python uses indentation (spaces or tabs) to define code blocks  
Code :-

x = 10

if x > 5:

print("x is greater than 5") # indented block inside if

print("This line is also part of the if block")

print("This line is outside the if block") # no indentation

Output :-
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#Comments

Code :-

"""

This is a

multi-line comment or docstring.

Used to describe what your code does.

"""

# Below is a sample program

a = 5 # assigning value 5 to variable a

b = 3

sum = a + b # adding a and b

print("Sum is:", sum)

Output :-   
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#Operators

Code :-

a = 10

b = 3

# Arithmetic Operators

print("Addition:", a + b)

print("Subtraction:", a - b)

print("Multiplication:", a \* b)

print("Division:", a / b)

print("Modulus:", a % b)

print("Power:", a \*\* b)

# Comparison Operators

print("Is a equal to b?", a == b)

print("Is a not equal to b?", a != b)

print("Is a greater than b?", a > b)

Output :-
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AI-generated content may be incorrect.](data:image/png;base64,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)

#Membership Operator

my\_list = [1, 2, 3, 4, 5]

print(3 in my\_list) # True

print(7 in my\_list) # False

print(10 not in my\_list) # True

my\_string = "hello"

print('h' in my\_string) # True

print('z' in my\_string) # False

Output :-

![A black text on a white background

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFcAAABZCAYAAABLwrgcAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAANCSURBVHhe7dzBThpBGAfwv30PYxiJJk3fwRoDbXog8RW2aI+Qcml4ANKkF6+61FfA7KExROL6DtWkhk6kPsj0AAvDyFbK7ucu8P8lJLKz7OHP7Cd8jrNhjDEgEa/cA5QehiuI4QpiuIIYriCGK2gj8UexQRvl/Rb67vGdJm4uq9h0j6+R5OFawoZCa/cG3eN1jnRCviz06lCNEGFDQanho94bDj2elaEa4fjUmc9Hr1GqjsnIcpAPFwA6Hi4+aGitof0Kgm9tPLrnuHp17P1qDl+jNbQPeFbwy+Blwt1ponEw+vngBHqOWhz+CICON5m5RwFw23/+TcmRlwl3QRV/NGujxxxvSp5kH240GwdtfPw6+cyxvVtEcLR8ddaWabibx01U7lvYUwpq/yeafsUa6+L8MIA3/oWmUD5bpqKQ8kcxmpbpzF11DFcQwxXEcAUxXEEMVxDDFZRtuIM2ytGXhPdzNHOWTDrh9upWa3C6rfhPW1V0R52yVZROuBj95cFqspxEXbA1ll64cexb/z9vf7vBrlQZ7YE16Fx3rjvlpZk0XNVMoVCwHiXjP7gnDV1/LpjalXPwqmYK73zzxz724JuSe2zs2tQKNXMd+zwf0pu5U2Whi+pWNBCibs0wrwPc/Z5j7m4V8fq+hT13xgJA7wIB7I6ZhwB36LvnZSy9cGOEDQ/B4fm4Fp8fumfEeYsTraH1d+DTjFvfuubTNzQfhMN9RP8WKO5uD58O2mh13HOes4nqpcbNl+JkxhffoNjx8llnbW6dWMismhmZqsc145+WTOl0dOaTWl2YXMcdc6//3HgOsFkuSLgsrDeGK4jhCmK4ghiuIIYriOEKYriCkn+J4MryWMnDtXBl+TT5ssCV5cK4slwQV5bnD1eWJ8WV5TK4spwWlunMXXUMVxDDFcRwBTFcQQxXEMMVxHAFJf8SwWZ5rOThWtgsnyZfFtgsF8ZmuSA2y/OHzfKk2CyXwWY5LSzTmbvqGK4ghiuI4QpiuIIYriCGKyjbcLkNyxy4DctM6YQLd78FbsOCVMONw21YEnL/PZ/bsBjDbVhkpRduDG7DIobbsCQ3q2ZGuA0LSRAuC+uN4QpiuIIYriCGK+gvTV3qQQwiYlEAAAAASUVORK5CYII=)

2. Write programs to understand the use of Python String, Tuple, List, Set, Dictionary, File input/output.

Ans.

#String

# String operations

Code :-

text = "Hello, Python!"

print(text.upper()) # Convert to uppercase

print(text.lower()) # Convert to lowercase

print(text[0:5]) # Slicing

print("Python" in text) # Membership check

print(text.replace("Python", "World"))

Output :-

![A white background with black text

AI-generated content may be incorrect.](data:image/png;base64,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)

#Tuple

# Tuples are immutable collections

Code :-

my\_tuple = (10, 20, 30, 40)

print(my\_tuple[1]) # Accessing element

print(len(my\_tuple)) # Length of tuple

print(20 in my\_tuple) # Membership check

# my\_tuple[0] = 100 Error: Tuples are immutable

Output :-

![A black and white image of a symbol

AI-generated content may be incorrect.](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAA4CAYAAAD3u3YSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALMSURBVHhe7dxBSuNQAMbxz7mHSJ9BoXiHWqSpzKLoHCFT3RrMRnKAMiAD3dpED+DGIYvBKVMa76DClE4w9iBvFrE2icK0zkv0Od8Push7zepP0pi8uCSllCCtfMgP0NvHaBpiNA0xmoYYTUOMpiFG05DCaBP42wJCJB+zN8nMhs5sTjhhZo4WJBW5P2nIxsl9snHnyUalIb272VzlcPj43eFhZfZdWpiyaFn30mtW5MFPKaUcyoNUwGS7IitNTzLbyyg8PabEP3A+amFnC0A8xi2qMFYAxD5M0cGG58IYXeN3fj+aSwHRQtj1DqpeF5vp4YENUb+GG/XRNtITtCjF0ULYwgK8CN2th6EVA1UEsI43cBU9hBxfY7y2gdXszjQnddFiH2Y+GABgEzu7gPGpiWUguco8DlLbtKglqejRTOgIWBe5wTUXV5dtLGMCf7uGzigZNo6u0N9nspdSFo3Ko+70SKVhNA0xmoYYTUOMpiFG0xCjaYjRNKQ+WuzD5IPOQimOFsKun6O6y9v4RVIaLXQs3B6dwlnPz5BK6qINbFg3Lk55I7hwiqKFsPeAs8s2H7eUQMld/knPRO3LOD8MwIA77KO9kh+nf6EkWt6kZ6L2y0X0NbPggBRRdHqkMhVypFGxeKRpiNE0xGgaYjQNMZqGGE1DjKYhRtOQmj+uYx9mvYMndx8fl4WTSmqipYSOQGeda/WLVM7pcWBDOGHmvWt7kExNemZmacKz29N3tYUNLmIoKxoAXFj49jFCFEWIvBaCYx/ZV+mfMbCTpwXRdD/A4tqTEqOtuXCm761tdRHN8VsXfg+AC2t2pO0FwM3477HfufKivVDLezjKpp85Yr93byPa9OiJfXxOPQFfXTcQ7PF3LO/Voy3vu2iNOqgJkbxI77VSc32c7QawHi9Env5Tmf+R8kt+Kt6rH2m0OEbTEKNpiNE0xGga+gMjOCkiMBUaLQAAAABJRU5ErkJggg==)

#List

# Lists are mutable

Code :-

my\_list = [1, 2, 3]

my\_list.append(4) # Add element

my\_list.remove(2) # Remove element

my\_list[0] = 100 # Modify element

print(my\_list)

print(len(my\_list))

Output :-

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHkAAAAiCAYAAAB7s3Z9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMASURBVHhe7drPauJAHAfwb/c9pDgGD9Z3iEvRlj1I7aEPYP/ssaFSEB8gFESQvakhD9BDu/S0W1aM7yDCShyweZDsIYnVWQ21M9G0mQ8U2vxKavOd/JyZuOe6rgvpU/vCHpA+HxlyAsiQE0CGnABCQna6JRBCvK+axZYTzar514UQlLoOW94KISEDAComKKWgrcLS4fkAODbA/otLg4Oph9Xea/GCE0Kg9dnf4GFBW/FaCy0KSinMysLBLRMX8gpWjUD928CwrrAloK9BfTjDkHoXYXh6DzXoAmE1DsEFp5SC9sp4aooZPIAD47gKVMpsIRYiDbnQ+v/O9jgwmk8o314g5f/8+8EGHn/CCq2J40zHwIHi/w0+Tvcc+oGJ9je2Eg+RhrzeFKOJgrwCv82pGN2aKGMMexZWY8+zKb+lEgL1Lgdz5QDc0MzAuahzRWRHIftsAyWiIz+gaB9uUHu3Atrzdg1UicbZHRwY3+9xNmgjvhHvLOQM8lkb+uUIDfqMi30AMxtj5KDsh9XY83A4rKGR5ewO/Rb0iQ39qz+Zu3wCJjpU4ZM6PjsKOYWjUwWonMzvAOuHDrtygkJo7VUw+373xey3oE/YgbN6hrzWYft1IudP5pBtYEhFdh9+kYYcBKHe2fMRHqyjU1fPMFGdL2eqMOeTtLBaIJXJAQDG0zfFsfR+TAgBaeYxpGybzSCfBTAZYbp0/INzBXjpFN30zYA9HLGBe51Ou9d/2ON8XjpFN33Uc1/YAqfBTdotdkSf9W0ivZOj4m1qVIGewLY4M1AixFuf/wqWb5/DnivgebLTLXktGf7OV4yXE9tm1Qiqj973Sn2I56vtDx8hIUvx9iHbtbQZGXICyJATQIacADLkBOAPua8tPYiXnwyJH8FLKAsa0ZEf+A8WpFjgv5MXRfG0SOIm5E5e3NUpi9xqlIQQEvIrC5roPWWJm9h2jQJqdWWDx3/SNggO2ULrzkYus/1NeGk97na9+H4MKGjImXXscIcsxZ/gdi3FkQw5Af4BoxAl3k5vyl4AAAAASUVORK5CYII=)

#Set

# Sets are unordered and store unique values

Code :-

my\_set = {1, 2, 3, 3, 4}

my\_set.add(5) # Add item

my\_set.discard(2) # Remove item if present

print(my\_set)

print(3 in my\_set) # Membership

Output :-

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHYAAAAhCAYAAAAMLF9eAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAN4SURBVGhD7ZrNTuJQFMf/znuQSS8NJMo7oDGAcUFGF/MAjLqlsRvDAxCTCYmZHRR9ABejYTGZIRLLO6CJpNwIPMidRQu0F9B+3GJs7i/pwnOaWvrv+bj3dIsxxiBJHF94gyQZSGETihQ2ofgTdtxGkRAQosHkfZKVmDoBIQTF1pR3bQb2LhNmlBRWfeDtjE2aBaYoClNKBpvwzlDY/0tRZkeBGa/8ORF4NVhBUZhy/sh7gvNQdd2nfSw/o0dWFf0bfOIvYqEip3otpk6Qf6mhf8E5IpHCyV8KSu2jfwHUf4nKESa0vVtsHwm830wNfedeKaW42udPSCOX4W2bwaewy+w2KGhjlzcLZfRiQc2meXMoTL2C54tr6Fnek0x8CDvCYLgN9Stvj4l5PSeoPNVwfZbizwhOTxN3LTfDOvLOvZKDNparaQrqjoWBxds3AJ+b3TyeK0xRquytijRpFgTWWC9irv3Iqq7fMGkWxNRYD05vsOa6fp6jaN6M2N0GBaXfcP9B3XDqrIbycIAR7wjAtFVHBx1UnMjKX1rAXQWEFNEe82eHJYXS8erabeoE94cUlF4h3sLl5U1hbdLIZZ5hBX4IU7QPoi2Rpq06OpkcPFW2pwVaRqTOuvPmxm7IVODoBpR2cTIvLya0tenUDyYalxbKh7x0U1hPy43nJvAh7GqmreIiAma1RndLmIK6AwABXgpXfSXE7rrp3xN4KqOagwrAeokSxzxO9xokOzgvmH1UAGNVV/yB8Ll5mQkzSiHXYg/VGGqLXc8KzWiVl0dMPeeJ8Owi4jNiLdz+C5KknNR2CtwIrC12lsjj9riPrqgO18kS+d/f0eezQ2RGGAx524bglV7JbMdGePQlF7sTFp9Z/LLF5Dw2kfhMxZLPhhQ2oUhhE4oUNqFIYRPK+q543EZxr46lwUSmFsN6TyKa9cK6MHWCelbgpoAkdsKn4p4Gopvzb3sIIdB6tmvaKnr2jVf+Pd9nDT8kkKwnvLAAcFdxRlIU1Cij89PHdKSn2Zv7s4mLAVQ8wwOJCKIJm6lBn0009q+WJzErMP90nHmoE7GnHeDJev+FkAQimrAhKRuL+Sil1NcLIQlGfMLOonDcxo/LRW+dzqronMq6GjexCGt/0uIM3/cGqBlll6+Lm6PFpypBvoaQ+MfXckfy+YglYiUfjxQ2ofwHLcceAl/xneMAAAAASUVORK5CYII=)

#Dictionary

# Dictionary stores key-value pairs  
Code :-

student = {

"name": "Ashish",

"age": 21,

"branch": "CSE"

}

print(student["name"]) # Access by key

student["age"] = 22 # Modify value

student["city"] = "Raipur" # Add new key-value

for key, value in student.items():

print(f"{key}: {value}")  
Output :-
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AI-generated content may be incorrect.](data:image/png;base64,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)

3. Write programs to understand the use of Numpy’s Ndarray, Basic Operations, Indexing, Slicing, and Iterating, Conditions and Boolean Arrays.

Ans.

Pre-requisite :-

pip install numpy

Code :-

#Creating an ndarray

import numpy as np

arr = np.array([1, 2, 3, 4, 5])

print("1D Array:", arr)

matrix = np.array([[1, 2], [3, 4]])

print("2D Array:\n", matrix)

Output :-
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AI-generated content may be incorrect.](data:image/png;base64,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)

#Basic Operations

Code :-

a = np.array([1, 2, 3])

b = np.array([4, 5, 6])

print("Addition:", a + b)

print("Subtraction:", a - b)

print("Multiplication:", a \* b)

print("Division:", b / a)

print("Square:", a \*\* 2)

print("Sum of all elements:", np.sum(a))

Output :-
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#Indexing, Slicing, and Iterating

Code :-

arr = np.array([10, 20, 30, 40, 50])

print("Element at index 2:", arr[2])

print("Sliced Array:", arr[1:4])

print("Iterating over array:")

for x in arr:

print(x)

Output :-
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#Multidimensional Indexing and Slicing

Code :-

matrix = np.array([[1, 2, 3],

[4, 5, 6],

[7, 8, 9]])

print("Element at [1][2]:", matrix[1][2])

print("Row 2:", matrix[1])

print("Column 1:", matrix[:, 0])

print("Sub-matrix:\n", matrix[0:2, 1:3])

Output :-
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AI-generated content may be incorrect.](data:image/png;base64,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)

#Conditions and Boolean Arrays

Code :-

arr = np.array([5, 10, 15, 20, 25])

bool\_arr = arr > 15

print("Condition arr > 15:", bool\_arr)

filtered = arr[arr > 15]

print("Filtered values (arr > 15):", filtered)

# Multiple conditions

print("Values between 10 and 25:", arr[(arr > 10) & (arr < 25)])

Output :-
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AI-generated content may be incorrect.](data:image/png;base64,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)

4. Write programs to understand the use of Numpy’s Shape Manipulation, Array Manipulation, Vectorization.

Ans.

#1. Shape Manipulation

Code :-

import numpy as np

# Original array

arr = np.array([[1, 2, 3], [4, 5, 6]])

print("Original shape:", arr.shape)

# Reshape

reshaped = arr.reshape(3, 2)

print("Reshaped (3x2):\n", reshaped)

# Flatten (1D)

flat = arr.flatten()

print("Flattened array:", flat)

# Transpose

transposed = arr.T

print("Transposed:\n", transposed)

Output :-

![A white background with black text
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#2. Array Manipulation

Code :-

import numpy as np

a = np.array([[1, 2], [3, 4]])

b = np.array([[5, 6]])

# Stack vertically (row-wise)

vstacked = np.vstack((a, b))

print("Vertically stacked:\n", vstacked)

# Stack horizontally (column-wise)

c = np.array([[5], [6]])

hstacked = np.hstack((a, c))

print("Horizontally stacked:\n", hstacked)

# Split array

arr = np.array([1, 2, 3, 4, 5, 6])

split = np.split(arr, 3)

print("Split array into 3 parts:", split)

Output :-
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#3. Vectorization

import numpy as np

# Without vectorization (using loop)

data = [1, 2, 3, 4]

squared = []

for x in data:

squared.append(x\*\*2)

print("Using loop:", squared)

# With NumPy vectorization

arr = np.array([1, 2, 3, 4])

squared\_np = arr \*\* 2

print("Using NumPy vectorization:", squared\_np)

# Vectorized operations with functions

def f(x):

return x\*\*2 + 3\*x + 2

result = f(arr) # Automatically applied element-wise

print("Function vectorized result:", result)
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5. Write programs to understand the use of Numpy’s Structured Arrays, Reading and Writing Array Data on Files.

Ans.

#1. Structured Arrays in NumPy

#Structured arrays allow different data types for each column (like a database table).

import numpy as np

# Define structured data type

student\_dtype = np.dtype([

('name', 'U10'), # Unicode string (max 10 chars)

('age', 'i4'), # 32-bit integer

('marks', 'f4') # 32-bit float

])

# Create structured array

students = np.array([

('Alice', 20, 85.5),

('Bob', 22, 90.0),

('Charlie', 21, 78.2)

], dtype=student\_dtype)

# Access structured data

print("All student names:", students['name'])

print("Age of second student:", students[1]['age'])

print("All student records:\n", students)  
  
Output :-
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#2. Writing Array Data to File (Text File)

Code :-

import numpy as np

arr = np.array([[10, 20, 30],

[40, 50, 60]])

# Save as plain text

np.savetxt("my\_array.txt", arr, fmt='%d')

print("Array saved to my\_array.txt")  
  
Output :-
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#3. Reading Array Data from File (Text File)  
Code :-

import numpy as np

# Read from text file

loaded\_arr = np.loadtxt("my\_array.txt", dtype=int)

print("Loaded array:\n", loaded\_arr)

Output :-
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#4. Save & Load as Binary (npy format)

Code :-

import numpy as np

arr = np.array([[1, 2, 3], [4, 5, 6]])

# Save binary file

np.save('my\_binary\_array.npy', arr)

# Load binary file

loaded = np.load('my\_binary\_array.npy')

print("Loaded from .npy file:\n", loaded)  
  
Output ;-
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